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**Crear Contenidos Sencillos en Java 3D**

**Cargadores**

Una clase **Loader** lee ficheros de escenas 3D (no ficheros Java 3D) y crea representaciones Java 3D de sus contenidos que pueden ser añadidos selectivamente a un mundo Java 3D y argumentados por otro código Java 3D. El paquete com.sun.j3d.loaders proporciona el contenido principal para convertir los ficheros creados en otras aplicaciones en aplicaciones Java 3D. Las clases cargadoras implementan el interface **Loader** definido en el paquete com.sun.j3d.loaders.

Como hay una gran variedad de formatos de ficheros para porpósitos de representación de escenas 3D (por ejemplo, .obj, .vrml, etc.) y siempre habrá más formatos de ficheros, el código real para cargar un fichero no forma parte de Java 3D o del paquete loaders; sólo se incluye el interface para el mecanismo de carga. Con la definición del interface, el usuario de Java 3D puede desarrollar clases cargadoras de ficheros con el mismo interface que las otras clases cargadoras.

**Ejemplo de Usos de un Loader**

Sin una clase que realmente lea el fichero, no es posible cargar su contenido. Con una clase **Loader** es sencillo. La siguiente lista presenta la receta para usar un cargador.

1. encontrar un cargador (si no hay ninguno disponible, los escribimos)
2. importar la clase cargador para nuestro formato de fichero
3. importar otras clases necesarias
4. declarar una variable Scene (no usar el constructor)
5. crear un objeto loader
6. cargar el fichero en un bloque **try**, asignar el resultado a la variable **Scene**
7. insertar el Scene dentro del escenariog gráfico

Con el JDK 1.2 se distribuye una clase basada en este ejemplo, se encuentra en jdk1.2/demo/java3d/ObjLoad. El [Fragmento de Código 3-1](http://www.labvis.unam.mx/cursos/3d/#fragmento3-1) presenta un extracto del código de esta demo.

La clase **ObjectFile** se distribuye con el paquete com.sun.j3d.loaders como ejemplo. La Tabla 3-1 muestra algunos otros ejemplos de cargadores disponibles.

|  |
| --- |
| **Clase ObjectFile**  Paquete:  com.sun.j3d.loaders  Implementa:  Loader  La clase **ObjectFile** implementa el interface **Loader** para el formato de fichero de **Wavefront** ".obj", un formato de ficheros de objetos 3D estándard creado por el uso de **Wavefront's Advanced Visualizer \_**. Los ficheros **Object** están basados en texto soportanto tanto geometría poligonal como de forma libre (curvas y superficies). El cargador de ficheros .obj de Java 3D soporta un subconjunto de formatos de ficheros, pero es completamente suficiente para cargar casi todos los ficheros **Object** disponibles. La geometría de forma libre no está soportada. |

**Fragmento de Código 3-1, un extracto de jdk1.2/demo/java3d/ObjLoad/ObjLoad.java**

1. import com.sun.j3d.loaders.objectfile.ObjectFile;

2. import com.sun.j3d.loaders.ParsingErrorException;

3. import com.sun.j3d.loaders.IncorrectFormatException;

4. import com.sun.j3d.loaders.Scene;

5. import java.applet.Applet;

6. import javax.media.j3d.\*;

7. import javax.vecmath.\*;

8. import java.io.\*;

9.

10. public class ObjLoad extends Applet {

11.

12. private String filename = null;

13.

14. public BranchGroup createSceneGraph() {

15. // Create the root of the branch graph

16. BranchGroup objRoot = new BranchGroup();

17.

18. ObjectFile f = new ObjectFile();

19. Scene s = null;

20. try {

21. s = f.load(filename);

22. }

23. catch (FileNotFoundException e) {

24. System.err.println(e);

25. System.exit(1);

26. }

27. catch (ParsingErrorException e) {

28. System.err.println(e);

29. System.exit(1);

30. }

31. catch (IncorrectFormatException e) {

32. System.err.println(e);

33. System.exit(1);

34. }

35.

36. objRoot.addChild(s.getSceneGroup());

37. }

Este programa trata sobre añadir comportamientos (el efecto por defecto, o la interacción con el ratón - cubierto en el [Capítulo 4](http://www.labvis.unam.mx/elio/J3D/cursos/3d/cap_4,html)) y luces ([Capítulo 6](http://www.labvis.unam.mx/elio/J3D/cursos/3d/cap_6,html)) para proporcionar una renderización sombreada del modelo del objeto. Por supuesto, podemos hacer muchas otras cosas con el modelo en un programa Java 3D como añadir animaciones, añadir otras geométrias, cambiar el color del modelo, etc.

Dentro de la distribución del JDK 1.2 tenemos un ejemplo de **loader** en jdk1.2/demos/java3d/lightwave/Viewer.java. Este cargador carga las luces y animaciones espacificadas en un fichero .lws de Lightwave.

**Cargadores Disponibles Públicamente**

En Java 3D existen varias clases cargadoras. La siguiente tabla lista los formatos de ficheros cuyos cargadores están disponibles públicamente. En el momento de escribir esto, al menos hay disponible una clase cargador por cada uno de estos formatos de fichero:

|  |  |
| --- | --- |
| **Formato de Fichero** | **Descripción** |
| 3DS | 3D-Studio |
| COB | Caligari trueSpace |
| DEM | Digital Elevation Map |
| DXF | AutoCAD Drawing Interchange File |
| IOB | Imagine |
| LWS | Lightwave Scene Format |
| NFF | WorldToolKit NFF format |
| OBJ | Wavefront |
| PDB | Protein Data Bank |
| PLAY | PLAY |
| SLD | Solid Works (prt and asm files) |
| VRT | Superscape VRT |
| VTK | Visual Toolkit |
| WRL | Virtual Reality Modeling Language |

Tabla 3-1, Cargadores Java 3D disponibles Públicamente

Puedes localizar estos cargadores desde la página principal de Java 3D: <http://java.sun.con/products/java-media/3d>.

**Interfaces y Clases Base del Paquete Loader**

Esta gran varidad de cargadores existe para hacer más sencilla la escritura de cargadores para los diseñadores Java 3D. Las clases **Loader** son implementaciones del interface **Loader** que baja el nivel de dificultad para escribir un cargador. Como en el ejemplo, un programa que carga un fichero 3D realmente usa un cargador y un objeto escena. El cargador lee, analiza y crea la representación Java 3D de los contenidos del fichero. El objeto escena almacena el escenario grafico creado por el cargador. Es posible cargar escenas desde más de un fichero (del mismo formato) usando el mismo objeto cargador y crear múltiples objetos escena. Los ficheros de diferentes formatos pueden combinarse en un programa Java 3D usando las clases cargadoras apropiadas.

El siguiente bloque de referencia lista los interface del paquete com.sun.j3d.loaders. Un **loader** implementa el interface **loader** y usa una clase que implementa el interface **scene**.

|  |
| --- |
| Sumario de Interfaces de **com.sun.j3d.loaders**   * **Loader**. El interface **Loader** se usa para especificar la localización y los elementos de un formato de fichero a cargar. * **Scene**. El interface **Scene** es un conjunto de métodos usado para extraer información de escenario gráfico Java 3D de una utilidad cargador de ficheros. |

Además de estos interfaces, el paquete com.sun.j3d.loaders proporciona implementaciones básicas de los interfaces.

|  |
| --- |
| Sumario de Clases de **com.sun.j3d.loaders**   * **LoaderBase**. Esta clase implementa el interface **Loader** y añade constructores. Esta clase es extendida por los autores para especificar clases cargadoras. * **SceneBase**. Esta clase implementa el interface **Scene** y añade métodos usados por los cargadores. Esta clase también es usada por los programas que usan clases cargadoras. |

|  |
| --- |
| Sumario de Métodos del Interface **Loader**  Paquete:  com.sun.j3d.loaders  El interface **Loader** se usa para especificar la localización y los elementos de un formato de fichero a cargar. Este interface se utiliza para darle a los cargadores de varios formatos de ficheros un interface público común. Idealmente el interface **Scene** será implementado para darle al usuario un interface consistente para extraer los datos.  Scene load(java.io.Reader reader)  Este método carga el **Reader** y devuelve el objeto **Scene** que contiene la escena.  Scene load(java.lang.String fileName)  Este método carga el fichero nombrado y devuelve el objeto **Scene** que contiene la escena.  Scene load(java.net.URL url)  Este método carga el fichero nombrado y devuelve el objeto **Scene** que contiene la escena.  void setBasePath(java.lang.String pathName)  Este método selecciona el nombre del path base para los ficheros de datos asociados con el fichero pasado en el método load(String).  void setBaseUrl(java.net.URL url)  Este método selecciona el nombre de la URL base para los ficheros de datos asociados con el fichero pasado en el método load(String).  void setFlags(int flags)  Este método selecciona las banderas de carga para el fichero.   * **LOAD\_ALL**. Esta bandera activa la carga de todos los objetos en la escena. * **LOAD\_BACKGROUND\_NODES**. Esta bandera activa la carga de los objetos del fondo en la escena. * **LOAD\_BEHAVIOR\_NODES**. Esta bandera activa la carga de comportamientos en la escena. * **LOAD\_FOG\_NODES**. Esta bandera activa la carga de objetos niebla en la escena. * **LOAD\_LIGHT\_NODES**. Esta bandera activa la carga de objetos luces en la escena. * **LOAD\_SOUND\_NODES**. Esta bandera activa la carga de objetos de sonido en la escena. * **LOAD\_VIEW\_GROUPS**. Esta bandera activa la carga de objetos vista (cámara) en la escena. |

La clase **LoaderBase** proporciona una implementación para cada uno de los tres métodos load() del interface **Loader**. **LoaderBase** también implementa dos constructores. Observa que los tres métodos cargadores devuelven un objeto **Scene**.

|  |
| --- |
| Sumario de Constructores de la Clase **LoaderBase**  Paquete:  com.sun.j3d.loaders  Implementa:  Loader  Esta clase implementa el interface **Loader**. El autor de un cargador de ficheros debería extender esta clase. El usuario de un cargador de ficheros debería usar estos métodos.  LoaderBase()  Construye un **Loader** con los valores por defecto para todas las variables.  LoaderBase(int flags)  Construye un **loader** con las banderas especificadas. |

|  |
| --- |
| Lista Parcial (métodos usados por usuarios) de la Clase **SceneBase**  Background[] getBackgroundNodes()  Behavior[] getBehaviorNodes()  java.lang.String getDescription()  Fog[] getFogNodes()  float[] getHorizontalFOVs()  Light[] getLightNodes()  java.util.Hashtable getNamedObjects()  BranchGroup getSceneGroup()  Sound[] getSoundNodes()  TransformGroup[] getViewGroups() |

**Escribir un Loader**

Como se mencionó arriba, la característica más importante de los cargadores es que podemos escribir el nuestro propio, lo que significa que todos los usuarios de Java 3D también pueden hacerlo!

Para escribir un cargador, debemos extender la clase **LoaderBase** definida en el paquete com.sun.j3d.loaders. El nuevo cargador usará la clase **Scene** del mismo paquete.

Los futuros cargadores deberían tener poca necesitad de subclasificar **SceneBase**, o de implementar directamente **Scene**, ya que la funcionalidad de **SceneBase** es bastante correcta. Esta clase es responsable del almacenamiento y recuperación de datos creados por un cargador mientras lee un fichero. Los métodos de almacenamiento (usados sólo por los autores del **Loader**) son todas las rutinas **add\***. Los métodos recuperadores (usados principalmente por los usuarios de **Loader**) son todas las rutinas **get\***.

Escribir un cargador de ficheros puede ser bastante complejo dependiendo de la complejidad del formato del fichero. La parte más dura es analizar el fichero. Por supuesto, tenemos que empezar con la documentación del formato de fichero para el que queremos escribir la clase **Loader**. Una vez que se entiende el formato, empezamos leyendo las clase bases de **loader** y **scene**. La nueva clase **loader** extenderá la clase base **loader** y usará la clase base **scene**.

En la extensión del clase **loader** base, la mayoría del trabajo será escribir métodos que reconozcan los distintos tipos de contenidos que se pueden representar en el formato del fichero. Cada uno de esos métodos crea el correspondiente componente Java 3D del escenario gráfico y lo almacena en un objeto **scene**.

|  |
| --- |
| Sumario de Constructores de la Clase **SceneBase**  Paquete: com.sun.j3d.loaders  Implementa: Scene  Esta clase implementa el interface **Scene** y lo amplía para incorporar utilidades que podrían usars los cargadores. Esta clase es responsable del almacenamiento y recuperación de los datos de la escena.  SceneBase()  Crea un objeto **SceneBase** - no debería haber ninguna razón para usar este constructor excepto en la implementación de una nueva clase de **loader**. |

**GeometryInfo**

Si no tenemos acceso a los ficheros de modelos geométricos o a software de modelado geométrico, tenemos que crear nuestra geometría a mano. Como se mencionó en capítulos anteriores, esta codificación de geometría a mano requiere mucho tiempo y es una actividad muy propensa a errores. Como sabemos, cuando especifamos geometrías a través de las clases corazón, estamos limitados a triángulos y cuadrados. Usando las clase de utilidad **GeometryInfo** se puede mejorar el tiempo empleado y el trabajo tedioso de la creacción de geometrías. En lugar de especificar cada triángulo, podemos especificar polígonos arbitrarios, que pueden ser cóncavos, polígonos no planos, e incluso con agujeros. El objeto **GeometryInfo**, y otras clases de utilidad, convierten esta geometría en geometría tirangular que Java 3D puede renderizar.

Por ejemplo, si queremos crear un coche en Java 3D, en vez de especificar triángulos, podemos espcificar el perfil del coche como un polígono en un objeto **GeometryInfo**. Luego, usando un objeto **Triangulator**, el polígono puede subdividirse en triángulos. La imagen de la izquierda de la figura 3-2 muestra el perfil de un coche como un polígono. El imagen de la derecha es el polígonos subdividido en triángulos.

![Figura 3-2, un Polígono GeometryInfo y una posible Triangulación](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi8AAABeAQAAAADDTsmkAAAEsElEQVR42u3Yv44cNRgA8AkUKfcN2KeAdgoegCdBlCcanC7lPUCKK3kCKgQOorhyC4SiKIUvrKIrEPGeUngXr+343/f5s8feoUBCSDfJ5TYznp89nz//mZ3cv3HY6ZH53zF3Exzj4kco8umQEfiJDZm38OH3IcM7n9rjNXz4YsiwTrva43O4TbEBY8tJOYzkn/nDSfEBY8pJNWJOwCgpBowuJ/WIuX8D7ZVywJAmmBEjgLmRasAQ3o6Y+UfoDqkHjFhnrMvM2UkzYGjoB/l3clcQPGkHDL11kH8KGOVDwLpMpQ/yb2dzYHee4V2metZB/nGjoLWyrgoZXbe+G2GWGcs8I7tMdaceRFgraLmsb0Cmws0gwlpCLbKuCpn6UfsR9kMpjYnAmC5T93E3cTgwIvy1XYatMiGwiZmjxDqMbSteHiGwEsqKugwwTVB7+ffBn5ZQVtRlgGm6uJd//hwX2QuG7DCq7dvlcQOMTIzqME31uhthx0T2AqM7jFiEsxPhzLBU3nQY3k5QvQjbWJvN1doO0yYK60U4MacxY5cZ24mwiacVBIEtmEUslonDgNnBdb5g9CpzjqU43C2aRWDq58ki/3QsxeFZeLMkTf27Fu49MGeMnaqYsD3a9CpvI5zmcY2MrhjZnzDJ8cxXtI0MS81KzHGdsdum93cxpgwCG5ntKuP2zQO9AoYj826/zpxJcn3vf97Ee1kcoZl5UcoMGfe8fAwbgL8yY/A57VUpM2ZIAH/yP+9jxrA4ZyXmJEuZMeNKAH8OveSfJww9iYwSpcwF5m3pKR8DyRMjkNmJUuYCY2dkUt0mMDMyMy9lLjDuV2TCzCsjYzGVznFw3a4z2J/cF1F+BffICaeND1E8slXGXQPjB6FOjEJmZ0iZi8wBGD8ItfaEwcLMzWlkPqwz0J/cV6xNZG6AsXmAp8F3mcn9yW1kQpAhXOwEz7dfZ3J/xkFgA3PGmfke7osdcZnJ/cn9HxPWOoMzFbvBqfj5OnPME2/IPZ89BufN7xguDMd1JvUnj2ER3OkdnP+WLFPbdeaQd2s+Zfyo0rg0XZEVck+ZZ9MTvPBymhjpc54yjzmNw+wrwpxnwnCydJKd3T5fsu7vafoES0ykUt8RhWHE54U5xf+GMek7+4Cv6nN6JYcgDxlOtjU8Zq0hK9MfedmP5MZtkLF0i8AWjM9AynxGNyF305gRNePXFl02HkdT7WUO3yBjyE7Dku2CTedlxdyaanuzkUNG1oxyTGELbJwkkLlzChnt6gdpGB3nrsw8xNK8rNNjRtWMiTNpbsEmXuVlNimMIi3QS8YS5piu5krP20uMrhnHOG73bnGjDutHYSRpgeowXAAT5jKJlR7DMNNDxjSMEDy34CH/lmXHUBhBWiDpFjdntETmOv9WZV4bM7ZhlGDpSpx7cQf51NUMJy0QHUbLzOzpDjKvZGOmLCX52vsctS1c1DGDUqIhw0gLeIexmTlgaROGwSrDm0nj65RR1/imYsp2FRlLX39Yj/khMmmXYdM/v7h1RjTMb7H8vrzw2PNMmfhd6BPcjsMM+xJn3cREwGzJe9OXZZH+R9/QRv1pWvLJF6tTOR6/vX5k/kvmI83poSFC1VW0AAAAAElFTkSuQmCC)

Si estamos interesados en el rendimiento, ¿y quién no?, usamos un objeto **Stripifier** para convertir los triángulos en franjas de triángulos. Si queremos sombrear el objeto visual, usamos el **NormalGenerator** para calcular las superficies y la geometría.

El programa [GeomInfoApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/easyContent/GeomInfoApp.java), usa las clases **GeometryInfo**, **Triangulator**, **Stripifier**, y **NormalGeneration** para crear un coche. La Figura 3-3 muestra dos renderizaciones podrucidas por **GeomInfoApp.java**. En ambas, las líneas azules muestran los contornos especificados en el objeto **GeometryInfo**. Los triángulos rojos (rellenos y sombreados a la ziquierda y enmarcados a la derecha) fueron calculados automáticamente por el objeto **GeometryInfo** con **Triangulation**, **NormalGeneration**, y **Stripification**.
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Un sencillo polígono plano, similar al de la figura 3-2, especifica el perfil de un coche (cada lado) en el ejemplo **GeomInfoApp**.

**Sencillo Ejemplo de GeometryInfo**

Usar un objeto **GeometryInfo** es tan sencillo como usar las clases corazón **GeomertryArray** si no más sencillo. En la creacción de un objeto **GeomertyInfo**, simplemente especificamos el tipo de geometría que vamos a necesitar. Las opciones son **POLYGON\_ARRAY**, **QUAD\_ARRAY**, **TRIANGLE\_ARRAY**, **TRIANGLE\_FAN\_ARRAY**, y **TRIANGLE\_STRIP\_ARRAY**. Entonces seleccionamos las coordenadas y el contador de franjas. No tenemos que decirle al objeto **GeometryInfo** cuántas coordenadas hay en los datos; se calcularán automáticamente.

El [Fragmento de Código 3-2](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-2) muestra un ejemplo de aplicación **GeometryInfo**. Las líneas 1-3 muestran la creacción de un objeto **GeometryInfo** y la especificación de la geometría inicial.

Después de haber creado el objeto **GeometryInfo**, podrían usarse las otras clases. Si queremos usar el **NormalGenerator**, por ejemplo, primero creamos un objeto **NormalGenerator**, luego le pasamos el objeto **GeometryInfo**. Las líneas 8 y 9 hacen exactamente esto.

**Fragmento de Código 3-2, Usar un GeometryInfo, y las utilidades Triangulator, NormalGenerator, y Stripifier**

1. GeometryInfo gi = new GeometryInfo(GeometryInfo.POLYGON\_ARRAY);

2. gi.setCoordinates(coordinateData);

3. gi.setStripCounts(stripCounts);

4.

5. Triangulator tr = new Triangulator();

6. tr.triangulate(gi);

7.

8. NormalGenerator ng = new NormalGenerator();

9. ng.generateNormals(gi);

10.

11. Stripifier st = new Stripifier();

12. st.stripify(gi);

13.

14. Shape3D part = new Shape3D();

15. part.setAppearance(appearance);

16. part.setGeometry(gi.getGeometryArray());

**Clases para GeometryInfo**

La clase **GeometryInfo** y sus clases relacionadas son miembros del paquete com.sun.j3d.util.geometry y son subclases de **Object**. La Figura 3-4 muestra el árbol de estas clases.
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La clase **GeometryInfo** sólo tiene un constructor y en él especificamos el tipo de geometría a especificar por las coordenadas.

|  |
| --- |
| Sumario de Constrcutores de la Clase **GeometryInfo**  Paquete: com.sun.j3d.utils.geometry  Extiende: java.lang.Object  El objeto **GeometryInfo** es donde ponemos nuestra geometría si queremos usar las librerías de utilidades de Java 3D. Una vez que tenemos los datos en el objeto **GeometryInfo**, podemos enviarlo a cualquiera (o a todas) las clases de utilidades para realizar operaciones sobre ellas, como generar superficies o convertirlo en franjas largas para una renderización más eficiente. La geometría se carga tal como es en el objeto **GeometryArray** de Java 3D, pero hay unas pocas opciones para obtener datos del objeto. La propia **GeometryInfo** contiene algunas sencillas utilidades, como el cálculo de índices para datos no indexados y obtener datos no usados en nuestra información de geometría indexada ("compactación").  GeometryInfo(int primitive)  Construye y un objeto **GeometryInfo**, donde "primitive" es uno de   * **POLYGON\_ARRAY** posiblemente multi-contorno, posiblemente polígonos no planos * **QUAD\_ARRAY** cada conjunto de cuatro vértices forma un cuadrado independiente * **TRIANGLE\_ARRAY** cada conjunto de tres vértices forma un triángulo independiente * **TRIANGLE\_FAN\_ARRAY** el array **stripCounts** indica cuántos vértices usar para cada pala de triángulo * **TRIANGLE\_STRIP\_ARRAY** el array **stripCounts** cuantos vértices se usarán por cada franja de triángulo |

La clase **GeometryInfo** tiene muchos métodos. Muchos de ellos son para seleccionar (u obtener) datos de coordenadas, colores, índices, superficies o de coordenadas de textura. La mayoría de las aplicaciones sólo usarán unos pocos de estos métodos. Sin embargo, es conveniente poder especificar la geometría a cualquier nivel de detalle y deja el resto calculado.

|  |
| --- |
| Lista Parcial de Métodos de la Clase **GeometryInfo**  void recomputeIndices()  Reconstruye los índices para garantizar la información de conexión.  void reverse()  Invierte el orden de todas las listas.  void setColorIndices(int[] colorIndices)  Selecciona el array de índices en un array Color.  void setColors(Color3f[] colors)  Selecciona el array de colores.  void setColors(Color4f[] colors)  Selecciona el array de colores, Hay otros métodos setColors.  void setContourCounts(int[] contourCounts)  Selecciona la lista del contador de contornos.  void setCoordinateIndices(int[] coordinateIndices)  Selecciona el array de índices en el array de coordenadas.  void setCoordinates(Point3f[] coordinates)  Selecciona el array de coordenadas.  void setCoordinates(Point3d[] coordinates)  Selecciona el array de coordenadas. Hay otros métodos setCoordinates.  void setNormalIndices(int[] normalIndices)  Selecciona el array de índices en el array de superficies normales.  void setNormals(Vector3f[] normals)  Selecciona el array de superficies normales.  void setNormals(float[] normals)  Selecciona el array de superficies normales.  void setStripCounts(int[] stripCounts)  Selecciona el array del contador de franjas.  void setTextureCoordinateIndices(int[] texCoordIndices)  Selecciona el array de índices en el array de coordenadas de textura.  void setTextureCoordinates(Point2f[] texCoords)  Selecciona el array de coordenadas de textura. Hay otros métodos setTextureCoordinates. |

Todas las clases de 'ayuda' de **GeometryInfo** se usan de forma similar. Los siguientes bloques de referencia muestran los constructoes y métodos para **Triangulator**, **Stripifier**, y **NormalGenerator**, en este orden, que es el orden en que se usarían para un **POLYGON\_ARRAY**.

La utilidad **Triangulator** sólo se usa con geometría **POLYGON\_ARRAY**. Otros objetos **GeometryInfo** con otras geometrías primitivas sólo usarían **Stripifier** y **NormalGenerator**.

El constructor por defecto para la clase **Triangulator** simplemente crea un objeto **Triangulation**.

|  |
| --- |
| Sumario de Constructores de la Clase **Triangulator**  Paquete: com.sun.j3d.utils.geometry  Extiende: java.lang.Object  **Triangulator** es una utilidad para convertir polígonos arbitraríos en triángulos para que puedan ser renderizados por Java 3D. Los polígonos pueden ser cóncavos, no planos, y pueden contener agujeros.  Triangulator()  Creata un uevo ejemplar de **Triangulator**. |

El único método de la clase **Triangulator** es para triangular un objeto **GeometryInfo**.

|  |
| --- |
| Sumario de Métodos de la Clase **Triangulator**  void triangulate(GeometryInfo gi)  Esta rutina convierte el objeto **GeometryInfo** desde el tipo primitivo **POLYGON\_ARRAY** al tipo primitivo **TRIANGLE\_ARRAY** usando técnicas de descomposición de polígonos. |

El único constructor de la clase **Stripifier** crea un objeto **stripification**.

|  |
| --- |
| Sumario de Constructores de la Clase **Stripifier**  Paquete: com.sun.j3d.utils.geometry  Extiende: java.lang.Object  La utilidad **Stripifier** cambia el tipo primitivo del objeto **GeometryInfo** a una franja de triángulos. Las franjas se hacen analizando los triángulos en los datos originales y conectándolos juntos.  Para obtener un mejor resultado se debe realizar antes un **NormalGeneration** sobre el objeto **GeometryInfo**.  Stripifier()  Crea el objeto Stripifier. |

El único método de la clase **Stripifier** es para convertir la geometría de un objeto **GeometryInfo**.

|  |
| --- |
| Sumario de Métodos de la Clase **Stripifier**  void stripify(GeometryInfo gi)  Cambia la geometría contenida en el objeto **GeometryInfo** en un array de franjas de triángulos. |

La clase **NormalGenerator** tiene dos constructores. El primero construye un **NormalGenerator** con un valor por defecto para el ángulo de pliegue. El segundo constructor permite la especificación del ángulo de pliegue.

|  |
| --- |
| Sumario de Constructores de la Clase **NormalGenerator**  Paquete: com.sun.j3d.utils.geometry  Extiende: java.lang.Object  La utilidad **NormalGenerator** calcula y rellena en las superficies de un objeto **GeometryInfo**. Las superficies normales se estiman basándose en el análisis de la información de coordenadas indexadas. Si nuestros datos no están indexados, se creara una lista de índices.  Si dos (o más) triángulos del modelo comparten el mismo índice de coordenadas el **normalgenerator** intentará generar una superficie para el vértice, resultando en una superficie pulida. Si dos coordenadas no tienen el mismo índice entonces tendrán dos superficies separadas, incluso si tienen la misma posición. Esto resultará en un "pliegue" en nuestro objeto. Si sospechamos que nuestros datos no están indexados apropiadamente, debemos llamar a GeometryInfo.recomputeIndexes().  Por supuesto, algunas veces, nuestro modelo tiene un pliegue. Si dos superficies triangulares difieren por más de **creaseAngle**, entonces el vértice obtendrá dos superficies separadas, creando un pliegue discontinúo en el modelo. Esto es perfecto para el borde de un tabla o la esquina de un cubo, por ejemplo.  NormalGenerator()  Construye un **NormalGenerator** con el ángulo de pliegue por defecto (0.76794 radianes, o 44°).  NormalGenerator(double radians)  Construye un **NormalGenerator** con el ángulo de pliegue especificado en radianes. |

Entre los métodos de la clase **NormalGenerator** se incluyen algunos para seleccionar u obtener el ángulo de pliegue, y cálculo de superficies para la geometría de un objeto **GeometryInfo**.

|  |
| --- |
| Sumario de Métodos de la Clase **NormalGenerator**  void generateNormals(GeometryInfo geom)  Genera superficies para el objeto GeometryInfo.  double getCreaseAngle()  Devuelve el valor actual para el ángulo de pliegue, en radianes.  void setCreaseAngle(double radians)  Selecciona el ángulo de pliegue en radianes. |

**Texto 2D**

Hay dos formas de añadir texto a una escena Java 3D. Una forma es usar la clase **Text2D** y otra es usar la clase **Text3D**. Obviamente, la diferencia es que los objetos **Text2D** tienen dos dimensiones y los objetos **Text3D** tienen tres dimensiones. Otra diferencia significante es la forma en que se crean estos objetos.

Los objetos **Text2D** son polígonos rectangulares con el texto aplicado como una textura. Los objetos **Text3D** son objetos 3D geométricos creados como un extrusión del texto.

Como una subclase de **Shape3D**, los ejemplares de **Text2D** pueden ser hijos de objetos **group**. Para situar un objeto **Text2D** en una escena Java 3D, simplemente creamos el objeto **Text2D** y lo añadimos al escenario gráfico. Aquí tenemos una sencilla receta.

1. Crer un objeto **Text2D**
2. Añadirlo al escenario gráfico

Los objetos **Text2D** se implementan usando un polígono y una textura. El polígono es transparente para que sólo sea visible la textura. La textura es la cadena de texto seleccionada con los parámetros de fuente y tipo especifiados. Los tipos de letras disponibles dependen de nuestro sistema. Normalmente, están disponibles Courier, Helvetica, TimesRoman, entre otros. Cualquier fuente disponible en el AWT también está disponible para aplicaciones **Text2D** (y **Text3D**).

**Ejemplo de Text2D**

El [Fragmento de Código 3-3](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-3) muestra un ejemplo de adición de texto 2D a una escena. El objeto **Text2D** se crea en las líneas 21 a 23. En este constructor, se especifican la cadena de texto, el color, el tipo, el tamaño y el estilo de la fuente. El objeto **Text2D** se añade a la escena en la línea 24. Observa la sentencia import para Font (línea 5) usada para las constantes de estilos de fuente.

**Fragmento de Código 3-3, un objeto Text2D**

1. import java.applet.Applet;

2. import java.awt.BorderLayout;

3. import java.awt.Frame;

4. import java.awt.event.\*;

5. import java.awt.Font;

6. import com.sun.j3d.utils.applet.MainFrame;

7. import com.sun.j3d.utils.geometry.Text2D;

8. import com.sun.j3d.utils.universe.\*;

9. import javax.media.j3d.\*;

10. import javax.vecmath.\*;

11.

12. // Text2DApp renders a single Text2D object.

13.

14. public class Text2DApp extends Applet {

15.

16. public BranchGroup createSceneGraph() {

17. // Create the root of the branch graph

18. BranchGroup objRoot = new BranchGroup();

19.

20. // Create a Text2D leaf node, add it to the scene graph.

21. Text2D text2D = new Text2D("2D text is a textured polygon",

22. new Color3f(0.9f, 1.0f, 1.0f),

23. "Helvetica", 18, Font.ITALIC));

24. objRoot.addChild(text2D);

[Text2DApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/easyContent/Text2DApp.java) es un programa completo que incluye el fragmento de código anterior. En este ejemplo, el objeto **Text2D** rota sobre el origen de la escena. Cuando se ejecuta la aplicación podemos ver, por defecto, que el polígono texturado no es visible cuando se ve desde atrás.

![Figura 3-6, Imagen de Text2DApp.java](data:image/png;base64,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)

Algunos atributos de un objeto **Text2D** se pueden modificar variando le paquete de apariencia referenciado y/o el **NodeComponent**. El [Fragmento de Código 3-4](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-4) muestra el código que modifica el objeto **text2d**, creado en el [Fragmento de Código 3-3](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-3).

**Fragmento de Código 3-4, Haciendo visibles los dos lados de un objeto Text2D**

25. Appearance textAppear = text2d.getAppearance();

26.

27. // The following 4 lines of code make the Text2D object 2-sided.

28. PolygonAttributes polyAttrib = new PolygonAttributes();

29. polyAttrib.setCullFace(PolygonAttributes.CULL\_NONE);

30. polyAttrib.setBackFaceNormalFlip(true);

31. textAppear.setPolygonAttributes(polyAttrib);

La textura creada por un objeto **Text2D** también puede aplicarse a otros objetos visuales. Ya que la aplicación de texturas a objetos visuales es el objetivo del [Capítulo 7](http://www.labvis.unam.mx/elio/J3D/pagina37.html) lo dejaremos aquí.

**Clases Usadas para Crear Objetos Text2D**

La única clase necesaria es la clase **Text2D**. Como podemos ver de la Figura 3-7, **Text2D** es una clase de utilidad que desciende de **Shape3D**.

![Figura 3-7, El Árbol de Clases de Text2D](data:image/png;base64,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)

|  |
| --- |
| Sumario de Constructores de la Clase **Text2D**  Paquete: com.sun.j3d.utils.geometry  Esta clase crea un rectángulo de textura mapeado que muestra la cadena de texto enviada por el usuario, dándole la apariencia suministrada en los parámetros de usuario. El tamaño del rectángulo (y su mapa de textura) está determinado por los parámetros de la fuente pasados al constructor. El objeto **Shape3D** resultante es un rectángulo transparente (excepto el texto) localizado en (0, 0, 0).  Text2D(java.lang.String text, Color3f color, java.lang.String fontName,  int fontSize, int fontStyle)  Constructor. |

Con el constructor **Text2D**, hay un método. Este método selecciona el factor de escala para crear objetos **Text2D** mayores o menores que el tamaño de punto especificado. Este método no es útil en la versión 1.1.x del API, ya que sólo se utiliza cuando se especifica el texto. En la versión 1.2 se ha introducido un método setText() haciendo útil el setRectangleScaleFactor().

|  |
| --- |
| Sumario de Métodos de la Clase **Text2D**  void setRectangleScaleFactor(float newScaleFactor)  Selecciona el factor de escala usado para convertir la anchura/altura de la imagen. |

**Texto 3D**

Otra forma de añadir texto a un mundo virtual Java 3D es crear un objeto **Text3D** para texto. Mientras que **Text2D** crea el texto con un textura, **Text3D** crea texto usando geometría. La geometría textual de un objeto **Text3D** es una extrusión de la fuente.

Crear un objeto **Text3D** es un poco más complicado que crear un objeto **Text2D**. El primer paso es crear un objeto **Font3D** con el tipo de fuente, el tamaño y el estilo seleccionado. Luego se crea un objeto **Text3D** para una cadena particular usando el objeto **Font3D**. Como la clase **Text3D** es una subclase de **Geometry**, el objeto **Text3D** es un **NodeComponent** que es referenciado por uno o más objetos **Shape3D**:

1. Crear un objeto **Font3D** desde una fuente AWT
2. Crear un objeto **Text3D** para un string usando el objeto **Font3D**, opcionalmente especificando un punto de referencia
3. Referenciar el objeto desde un objeto **Shape3D** añadido al escenario gráfico

**Ejemplo de Text3D**

El [Fragmento de Código 3-5](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-5) muestra la construcción básica de un objeto **Text3D**. El objeto **Font3D** se crea en las líneas 19 y 20. El tipo usado es "Helvetica". Igual que en **Text2D**, cualquier tipo disponible en el AWT puede ser usado para **Font3D** y por lo tanto en el objeto **Text3D**. Este constructor de **Font3D** (líneas 19 y 20) también selecciona el tamaño de la fuente a 10 puntos y usa la extrusión por defecto.

La sentencia de las líneas 21 y 22 crea un objeto **Text3D** usando el objeto **Font3D** recientemente creado para la cadena "3DText" mientras especifica un punto de referencia para el objeto. Las últimas dos sentencias crean un objeto **Shape3D** para el objeto **Text3D** y lo añaden al escenario gráfico. Observa que la sentencia import de la línea 5 es necesaria porque se usa un objeto **Font** para la creacción de **Font3D**.

**Fragmento de Código 3-5, Crear un objeto Visual Text3D**

1. import java.applet.Applet;

2. import java.awt.BorderLayout;

3. import java.awt.Frame;

4. import java.awt.event.\*;

5. import java.awt.Font;

6. import com.sun.j3d.utils.applet.MainFrame;

7. import com.sun.j3d.utils.universe.\*;

8. import javax.media.j3d.\*;

9. import javax.vecmath.\*;

10.

11. // Text3DApp renders a single Text3D object.

12.

13. public class Text3DApp extends Applet {

14.

15. public BranchGroup createSceneGraph() {

16. // Create the root of the branch graph

17. BranchGroup objRoot = new BranchGroup();

18.

19. Font3D font3d = new Font3D(new Font("Helvetica", Font.PLAIN, 10),

20. new FontExtrusion());

21. Text3D textGeom = new Text3D(font3d, new String("3DText"),

22. new Point3f(-2.0f, 0.0f, 0.0f));

23. Shape3D textShape = new Shape3D(textGeom);

24. objRoot.addChild(textShape);

La Figura 3-9 muestra un objeto **Text3D** que ilustra la extrusión del tipo. En la figura, la extrusión se muestra en gris mientras que el tipo se muestra en negro. Para recrear esta figura en Java 3D, son necesarios un objeto **Material** y otro **DirectionalLight**. No podemos seleccionar el color de los vértices individuales en el objeto **Text3D** porque no tenemos acceso a la geometría del objeto **Text3D**.
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El texto de un objeto **Text3D** puede orientarse de una gran cantidad de formas. La orientación se especifica como el camino de dirección. Las direcciones son **right**, **left**, **up**, y **down**.

Cada objeto **Text3D** tiene un punto de referencia. El punto de referencia para un objeto **Text3D** es el origen del objeto. El punto de referencia de cada objeto se define por la combinación del camino y la alineación del texto. La Tabla 3-2 muestra los efectos de las especificaciones del camino y la alineación sobre la orientación del texto y la situación del punto de referencia.

La situación del punto de referencia puede definirse explícitamente sobreescribiendo el camino y la alineación.
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Los objetos **Text3D** tienen superficies. La adicción de un paquete de apariencia que incluye un objeto **Material** a un objeto **Shape3D** referenciando la geometría **Text3D** permitirá la iluminación del objeto **Text3D**.

**Clases Usadas en la Creación de Objetos Text3D**

Esta sección presenta el material de referencia para tres clases usadas en la creacción de objetos **Text3D**: **Text3D**, **Font3D**, y **FontExtrusion**, en este orden. La Figura 3-10 muestra el árbol de clases de **Text3D**.

![Figura 3-10, Árbol de Clases de Text3D](data:image/png;base64,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)

La clase **Text3D** define varios constructores. Cada uno permite especificar ninguno, uno o todos los atributos de un objeto **Text3D**.

|  |
| --- |
| Sumario de Constructores de la Clase **Text3D**  Un objeto **Text3D** es una cadena de texto que se ha convertido en una geometría 3D. El objeto **Font3D** determina la apariencia del objeto **NodeComponent**. Cada objeto **Text3D** tiene una posición - un punto de referencia que sitúa el objeto **Text3D**. El texto 3D puede situarse alrededor de su posición usando diferentes alineamientos y caminos.  Text3D()  Crea un objeto **Text3D** vacío. Los valores por defecto usados para este y otros constructores son:   * **font 3D null** * **string null** * **position (0,0,0)** * **alignment ALIGN\_FIRST** * **path PATH\_RIGHT** * **character spacing 0.0**   Text3D(Font3D font3D)  Crea un objeto **Text3D** con el objeto **Font3D** dado.  Text3D(Font3D font3D, String string)  Crea un objeto **Text3D** dando un objeto **Font3D** y una cadena de texto.  Text3D(Font3D font3D, String string, Point3f position)  Crea un objeto **Text3D** dando un objeto **Font3D** y una cadena de texto. El punto de posición define un punto de referencia para el objeto **Text3D**. Su posición se define en relación a la esquina inferior iquierda frontal de la geometría.  Text3D(Font3D font3D, String string, Point3f position,  int alignment, int path)  Crea un objeto **Text3D** dando un objeto **Font3D** y una cadena de texto.   * **ALIGN\_CENTER** alineamiento: el centro de la cadena se sitúa en el punto de posición. * **ALIGN\_FIRST** alineamiento: el primer caracter de la cadena se sitúa en el punto de posición. * **ALIGN\_LAST** alineamiento: el último caracter de la cadena se sitúa en el punto de posición. * **PATH\_DOWN** camino: las letras sucesivas se situarán debajo de la letra actual. * **PATH\_LEFT** camino: las letras sucesivas se situarán a la izquierda de la letra actual. * **PATH\_RIGHT** camino: las letras sucesivas se situarán a la derecha de la letra actual. * **PATH\_UP** camino: las letras sucesivas se situarán sobre la letra actual. |

La clase **Text3D** también define varios métodos. Cada uno de ellos nos permite modificar (seleccionar) los atributos del objeto **Text3D**. Esta clase también define los correspondientes métodos **get\***.

|  |
| --- |
| Sumario de Métodos de la Clase **Text3D**  void setAlignment(int alignment)  Selecciona la política de alineamiento para este objeto **Text3D NodeComponent**.  void setCharacterSpacing(float characterSpacing)  Selecciona el espaciado entre caracteres cuando se construye la cadena **Text3D**.  void setFont3D(Font3D font3d)  Selecciona el objeto **Font3D** usado para este objeto **Text3D NodeComponent**.  void setPath(int path)  Selecciona la dirección del camino del nodo.  void setPosition(Point3f position)  Selecciona el punto de referencia del nodo.  void setString(java.lang.String string)  Copia la cadena de caracteres desde el parámetro suministrado dentro del nodo **Text3D**. |

|  |
| --- |
| Sumario de Capacidades de la Clase **Text3D**   * **ALLOW\_ALIGNMENT\_READ | WRITE** permite leer (escribir) el valor de alineamiento del texto. * **ALLOW\_BOUNDING\_BOX\_READ** permite leer el valor de la caja que rodea la cadena de texto. * **ALLOW\_CHARACTER\_SPACING\_READ | WRITE** permite leer (escribir) el valor del espaciado entre caracteres. * **ALLOW\_FONT3D\_READ | WRITE** permite leer (escribir) la información del componente **Font3D**. * **ALLOW\_PATH\_READ | WRITE** permite leer (escribir) el valor del camino del texto. * **ALLOW\_POSITION\_READ | WRITE** permite leer (escribir) el valor de la posición del texto. * **ALLOW\_STRING\_READ | WRITE** permite leer (escribir) el objeto **String**. |

Cada objeto **Text3D** se crea desde un objeto **Font3D**. Un sólo objeto **Font3D** puede usarse para crear un número ilimitado de objetos **Text3D**. Un objeto **Font3D** contiene la extrusión geométrica de cada caracter en el tipo de letra. Un objeto **Text3D** copia las geometrías para formar la cadena especificada. Los objetos **Font3D** pueden ser recolectados por el recolector de basura sin afectar a los objetos **Text3D** creados a partir de él.

|  |
| --- |
| Sumario de Constructores de la Clase **Font3D**  Extiende: java.lang.Object  Una fuente 3D consiste en una fuente Java 2D y un camino de extrusión. Este camino de extrusión describe cómo varía el flanco de una letra en el eje Z. El objeto **Font3D** se usa para almacenar letras 2D extrusionadas. Estas letras 3D pueden usarse para construir objetos **Text3D NodeComponent**. Las fuentes 3D personalizadas así como el almacenamiento de fuentes 3D en disco se cubriran en una futura versión de Java 3D.  También puedes ver : java.awt.Font, FontExtrusion, Text3D  Font3D(java.awt.Font font, FontExtrusion extrudePath)  Crea un objeto **Font3D** desde el objeto **Font** especificado. |

|  |
| --- |
| Sumario de Métodos de **Font3D**  void getBoundingBox(int glyphCode, BoundingBox bounds)  Devuelve la caja 3D que rodea el código de letra específicado.  java.awt.Font getFont()  Devuelve la fuente Java 2D usada para crear este objeto **Font3D**.  void getFontExtrusion(FontExtrusion extrudePath)  Copia el objeto **FontExtrusion** usado para crear este objeto **Font3D** dentro del parámetro especificado. |

La clase **Font** se usa en la creacción de un objeto **Font3D**.

|  |
| --- |
| Lista Parcial de Métodos de la Clase **Font**  Paquete: java.awt  Una clase **AWT** que crea una representación interna de las fuentas. **Font** desciende de **java.lang.Object**.  public Font(String name, int style, int size)  Crea un nuevo **Font** desde el nombre, estilo y tamaño de punto especificados.  Parámetros:   * **name** - el nombre del tipo de letra. Este puede ser un nombre lógico o un nombre de tipo de fuente. Un nombre lógico puede ser uno de: **Dialog**, **DialogInput**, **Monospaced**, **Serif**, **SansSerif**, o **Symbol**. * **style** - el estilo para la fuente. El argumento estilo es una máscara de bits de enteros que puede ser **PLAIN**, o una unión de **BOLD** y/o **ITALIC** (por ejemplo, **Font.ITALIC** o **Font.BOLD|Font.ITALIC**). Cualquier otro bit del parámetro de estilo es ingorado. Si el argumento de estilo no conforma ninguna de las máscaras esperadas, el estilo se selecciona a **PLAIN**. * **size** - el tamaño de punto de la fuente. |

|  |
| --- |
| Sumario de Constructores de la Clase **FontExtrusion**  Extiende: java.lang.Object  El objeto **FontExtrusion** se usa para describir el camino de extrusión de un objeto **Font3D**. Este camino de extrusión se usa en conjunción con un objeto **Font2D**. El camino de extrusión define el fondo del contorno del texto 3D. Este contorno es perpendicular a la cara del texto. La extrusión tiene su origen en el lateral de la letra siendo 1.0 la altura de la letra más alta. El contorno debe ser monotónico en el eje X. El usuario es responsable de la sanidad de los datos y debe asegurarse de que esta **extrusionShape** no causa intersecciones en letras adyacentes o dentro de una sola letra. No está definida la salida para extrusiones que causan intersecciones.  FontExtrusion()  Construye un objeto **FontExtrusion** con los parámetros por defecto.  FontExtrusion(java.awt.Shape extrusionShape)  Construye un objeto **FontExtrusion** con la forma especificada. |

|  |
| --- |
| Sumario de Métodos de la Clase **FontExtrusion**  java.awt.Shape getExtrusionShape()  Obtiene el parámetro **shape** de FontExtrusion.  void setExtrusionShape(java.awt.Shape extrusionShape)  Selecciona el parámetro **shape** de FontExtrusion. |

**Fondo**

Por defecto, el fondo de un universo virtual Java 3D es negro sólido. Sin embargo, podemos especificar otros fondos para nuestros mundos virtuales. El API Java 3D proporciona una forma fácil de especificar un color sólido, una imagen, una geometría o una combinación de éstos como fondo.

Cuando especificamos una imagen para el fondo, se sobreescribie la especificación del color de fondo, si existe. Cuando se especifica una geometría, se dibuja sobre el color de fondo o la imagen.

La única parte espinosa es la especificación de un fondo geométrico. Toda la geometría de fondo se especifica como puntos en una esfera. Si nuestra geometría es un **PointArray**, que podría representar estrellas a años luz, o un **TriangleArray**, que podría representar montañas en la distancia. La geometria de fondo se proyecta sobre el infinito cuando se renderiza.

Los objetos **Background** tienen límites de aplicación, lo que nos permite que se puedan especificar diferentes fondos para diferentes regiones del mundo virtual. Un nodo **Background** está activo cuando su región de aplicación intersecciona con el volumen de activación del **ViewPlatform**.

Si están activos varios nodos **Background**,el nodo que está más "cercano" al ojo será el utilizado. Si no hay ningún nodo **Background** activo, la ventana se mostrará en negro. Sin embargo, la definición de "más cercano" no está especificada. Por cercano, se elige el fondo con los límites de aplicación más internos que encierra la **ViewPlatform**.

Es improbable que nuestra aplicación necesite iluminar la geometría del fondo -- en realidad el sistema visual humano no puede percibir los detalles visuales a grandes distancias. Sin embargo, una geometría de fondo si puede ser sombreada. La geometría del fondo podría no contener luces, pero las luces definidas en el escenario gráfico pueden influenciar en la geometría del fondo.

Para crear un fondo seguimos esta sencilla receta:

1. Crear un objeto **Background** especificando un color o una imagen.
2. Añadir geometría (opcional).
3. Proporcionar un límite de Aplicación o **BoundingLeaf**.
4. Añadir el objeto **Background** al escenario gráfico.

**Ejemplos de fondos**

Como se explicó en la sección anterior, un fondo puede tener un color o una imagen. La Geometría puede aparecer en el fondo con el color o la imagen. Esta sección proporciona un ejemplo de un fondo blanco sólido. Un segundo ejemplo muestra la adicción de geométria al fondo.

**Ejemplo de Fondo Coloreado**

Las líneas de código del [Fragmento de Código 3-6](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-6) corresponden con los pasos de la receta anterior. Junto a la personalización del color, el único posible ajuste es para definir unos límites de aplicación más apropiados para el fondo (o usar un **BoundingLeaf**).

**Fragmento de Código 3-6, Añadir un fondo coloreado**

1. Background backg = new Background(1.0f, 1.0f, 1.0f);

2. //

3. backg.setApplicationBounds(BoundingSphere());

4. contentRoot.addChild(backg);

**Ejemplo de Geometría de Fondo**

De nuevo, las líneas de código en el [Fragmento de Código 3-7](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-7) corresponden con lo pasos de la receta de creacción de un fondo. En este fragmento, se llama al método createBackGraph() para crear la geometría del fondo. Este método devuelve un objeto **BranchGroup**. Para un ejemplo más completo puedes ver el fichero [BackgroundApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/easyContent/BackgroundApp.java).

**Fragmento de Código 3-7, añadir un fondo geométrico**

1. Background backg = new Background(); //black background

2. backg.setGeometry(createBackGraph()); // add BranchGroup of background

3. backg.setApplicationBounds(new BoundingSphere(new Point3d(), 100.0));

4. objRoot.addChild(backg);

**BackgroundApp.java**

Para apreciar un fondo, necesitamos experimentarlo. [BackgroundApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/easyContent/BackgroundApp.java) es una aplicación completa con un fondo geométrico. Esta aplicación nos permite movernos por un mundo virtual Java 3D. Mientras nos movemos, podemos ver el movimiento relativo entre la geometría local y la del fondo.

[BackgroundApp.java](http://www.labvis.unam.mx/elio/J3D/cursos/3d/clases/easyContent/BackgroundApp.java) usa la clase **KeyNavigatorBehavior** proprocionada por la librería de utilidades para visores de movimiento.

**KeyNavigatorBehavior** responde a las teclas de flechas, PgUp, y PgDn para el movimiento. La tecla Alt también juega un papel (para más detalles puedes ver el [Capítulo 4](http://www.labvis.unam.mx/elio/J3D/cursos/3d/cap_4.html). Cuando ejecutes **BackgroundApp**, no te olvides de rotar para ver la \_constellation\_, así como viajar lejos en la distancia.

![Figura 3-12, Viendo la Constellation en el fondo de BackgroundApp.java](data:image/png;base64,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)

**La clase Background**

La Figura 3-13 muestra el árbol de clase de la clase **Background**. Como una extensión de la clase **Leaf**, un ejemplar de la clase **Background** puede ser un hijo de un objeto **Group**.

![Figura 3-13, Árbol de Clases de Background](data:image/png;base64,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)

**Background** tiene varios constructores. Los constructores con parámetros nos permiten especificar un color o una imagen para el fondo. La geometría del fondo sólo se puede aplicar a través del método apropiado.

|  |
| --- |
| Sumario de Constructores de la Clase **Background**  El nodo hoja **Background** define un color sólido o una imagen para el fondo que se usa para rellenar la ventana al principio de cada nuevo marco. Opcionalmente permite referenciar geometrías de fondo. La geometría de fondo debe representarse dentro de una esfera y es dibujada hacia el infinito. También especifica una región de aplicación en la que este fondo está activo.  Background()  Construye un nodo **Background** con un color por defecto (negro).  Background(Color3f color)  Construye un nodo **Background** con el color especificado.  Background(float r, float g, float b)  Construye un nodo **Background** con el color especificado.  Background(ImageComponent2D image)  Construye un nodo **Background** con la imagen especificada. |

Cualquier atributo de un fondo puede seleccionarse a través de sus métodos.

|  |
| --- |
| Sumario de Métodos de la Clase **Background**  void setApplicationBoundingLeaf(BoundingLeaf region)  Selecciona la región de aplicación del **Background** a la hoja especificada.  void setApplicationBounds(Bounds region)  Selecciona la región de aplicación del **Background** a los límites especificados.  void setColor(Color3f color)  Selecciona el color del fondo.  void setColor(float r, float g, float b)  Selecciona el color del fondo.  void setGeometry(BranchGroup branch)  Selecciona la geometría del fondo al nodo **BranchGroup** especificado.  void setImage(ImageComponent2D image)  Selecciona la imagen del fondo. |

|  |
| --- |
| Sumario de Capacidades de la Clase **Background**   * **ALLOW\_APPLICATION\_BOUNDS\_READ | WRITE** permite leer (escribir) al acceso a los límites de aplicación. * **ALLOW\_COLOR\_READ | WRITE** permite leer (escribir) al acceso a su color * **ALLOW\_GEOMETRY\_READ | WRITE** permite leer (escribir) al acceso a su geometría de fondo * **ALLOW\_IMAGE\_READ | WRITE** permite leer (escribir) al acceso a su imagen |

**BoundingLeaf**

Los **Bounds** (límites) se usan con luces, comportamientos, fondos y una gran variedad de otras aplicaciones en Java 3D. Los **Bounds** permiten al programador variar la acción, la apariencia, y/o el sonido sobre el campo virtual. La especificación de **Bounds** también permite al sistema de renderizado de Java 3D mejorar la ejecución del recortado y por lo tanto mejorar el rendimiento.

La especificación típica de límites utiliza un objeto **Bounds** para limitar una región. En el escenario gráfico resultante, los objetos **Bounds** se mueven con los objetos que lo referencian. Esto esta bién para muchas aplicaciones; sin embargo, podría haber situaciones en las que fuera deseable tener la región límite que se moviera independientemente de los objetos que usan los límites.

Por ejemplo, si un mundo incluye una fuente de luz estacionaria que ilumina unos objetos en movimiento, los límites de la luz deberían incluir el objeto en movimiento. Una forma de manejar esto podría ser crear los límites lo suficientemente grandes como para incluir todos los lugares donde se mueve el objeto. Esta no es la mejor respuesta en muchos casos. Una mejor solución es usar un **BoundingLeaf**. Situado en el escenario gráfico con el objeto visual, el **BoundingLeaf** se mueve con el objeto visual independientemente de la fuente de luz. La Figura 3-14 muestra un escenario gráfico con un una luz que usa un nodo **BoundingLeaf**.

![Figura 3-14, un BoundlingLeaf se mueve con un objeto visual independientemente de la fuente de luz](data:image/png;base64,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)

Una aplicación interesante de un objeto **BoundingLeaf** sitúa un **BoundingLeaf** en la **viewPlatform**. Este **BoundingLeaf** puede usarse para un límite "siempre sobre" para un comportamiento, o para unos límites de aplicación "aplica siempre" para fondos o nieblas. El [Fragmento de Código 3-8](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-8) presenta un ejemplo de la aplicación **BoundingLeaf** usada con un **Background**.

El [Fragmento de Código 3-8](http://www.labvis.unam.mx/elio/J3D/cursos/3d/#fragmento3-8) presenta un ejemplo de cómo añadir un **BoundingLeaf** como un hijo de **PlatformGeometry** para proporcionar un límite de "aplica siempre" para un fondo. En este código se ha modificado el método estándard createSceneGraph() para que tome un sólo parámetro, que es el objeto **SimpleUniverse**. Esto es necesario para crear el objeto **PlatformGeometry**.

Las líneas 2, 3 y 4 crean el objeto **BoundingLeaf**, el objeto **PlatformGeometry** y hace del objeto **BoundingLeaf** un hijo de **PlatformGeometry**, en este orden. Si tuviera que haber más objeto **PlatformGeometry**, se añadirían en este punto. El objeto **PlatformGeometry** se añade la rama de vista gráfica en la línea 6.

El objeto **BoundingLeaf** se selecciona como los limites de aplicación para el objeto **background** en la línea 11. El mismo objeto **BoundingLeaf** puede usarse para otros propósitos en este programa. Por ejemplo, puede usarse para los comportamientos. Observa que usando el **BoundingLeaf** en este programa como el **InfluencingBoundingLeaf** de una luz hace que esta luz no influya en todos los objetos del mundo virtual.

**Fragmento de Código 3-8, Añadir un BoundingLeaf al ViewPlatform para un límite 'Aplica siempre'**

1. void createSceneGraph (SimpleUniverse su) {

2. BoundingLeaf boundingLeaf = new BoundingLeaf();

3. PlatformGeometry platformGeom = new PlatformGeometry();

4. platformGeom.addChild(boundingLeaf);

5. platformGeom.compile();

6. simpleUniv.getViewingPlatform().setPlatformGeometry(platformGeom);

7.

8. BranchGroup contentRoot = new BranchGroup();

9.

10. Background backg = new Background(1.0f, 1.0f, 1.0f);

11. backg.setApplicationBoundingLeaf(boundingLeaf);

12. contentRoot.addChild(backg);

**La Clase BoundingLeaf**

La clase **BoundingLeaf** extiende la clase **Leaf**. La Figura 3-15 representa el árbol de clases de BoundingLeaf.

![Figura 3-15, Árbol de Clases de la clase BoundingLeaf](data:image/png;base64,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)

El constructor sin parámetros de **BoundingLeaf** crea límites para una esfera. El otro constructor permite la especificación de límites para el objeto **BoundingLeaf**.

|  |
| --- |
| Sumario de Constructores de la Clase **BoundingLeaf**  El nodo **BoundingLeaf** define una región de límites que puede ser referenciada por otros nodos para definir un región de influencia, o una región programada.  BoundingLeaf()  Construye un nodo **BoundingLeaf** con un objeto esfera.  BoundingLeaf(Bounds region)  Construye un nodo **BoundingLeaf** con la región de límites especificada. |

|  |
| --- |
| Sumario de Métodos de la Clase **BoundingLeaf**  Bounds getRegion()  Recupera la región de límites de este **BoundingLeaf**  void setRegion(Bounds region)  Selecciona la región de límites de este nodo **BoundungLeaf** |

**Datos de Usuario**

Cualquier **SceneGraphObject** puede referenciar cualquier otro objeto como datos de usuario. Primero, deberíamos habernos dado cuenta de que casi cualquier clase del corazón del API Java 3D es un descendiente de **SceneGraphObject**. La lista de descendientes de **SceneGraphObject** incluye **Appearance**, **Background**, **Behavior**, **BranchGroup**, **Geometry**, **Lights**, **Shape3D**, y **TransformGroup**.

Las aplicación para el campo **UserData**, sólo está limitado por nuestra imaginación. Por ejemplo, una aplicación podría tener varios objetos recolectables. Cada uno de estos objetos podría tener algún texto informativo almacenado en el objeto de datos de usuario. Cuando el usuario recoge un objeto, se puede mostrar la información de los datos de usuario.

Otra aplicación podría almacenar algún valor calculado para un objeto de escenario gráfico como su posición en las coordenadas del mundo virtual. Y otra aplicación podría almacenar alguna información especifica de comportamiento que podría controlar el comportamiento aplicado a varios objetos.

|  |
| --- |
| Lista Parcial de Métodos de Datos de Usuario de **SceneGraphObject**  **SceneGraphObject** es una superclase común para todos los objetos componentes de un escenario gráfico. Estos incluyen **Node**, **Geometry**, **Appearance**, etc.  java.lang.Object getUserData()  Recupera el campo **userData** desde este objeto del escenario gráfico.  void setUserData(java.lang.Object userData)  Selecciona el campo **userData** asociado con este objeto del escenario gráfico. |